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The aim of this paper is to compare the performance of four deep convolutional neural networks in the
problem of image-based automated detection of concrete surface cracks in the case of a small dataset. This
crack detection problem is treated as a binary classification problem, and it is solved by training a deep
convolutional neural network on the small dataset. In this context, overfitting during training was the main
issue to cope with and various techniques were applied to overcome this issue. The results of the experi-
ments suggest that the best approach for this problem is to use the pretrained convolutional base of a large
pretrained convolutional neural network as an automatic feature extraction method and adding a new bi-
nary classifier on top of the convolutional base. Then, at the training the new classifier and fine-tuning
the last few layers of the pretrained network take place at the same time. The classification accuracy of the
best deep convolutional neural network on the testing set is about 94%.
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1. INTRODUCTION

Automatic image-based detection of surface defects such as concrete cracks is an important part of
the vision-based structural health monitoring systems and condition assessment of civil infrastruc-
ture. Surface defects may indicate severe degradation processes being in progress in a structure.
To this end, various image-based detection strategies of surface defects using computer vision and
image processing methods were proposed [11, 16].

Currently, the most promising methods for fully automatic image-based defects detection are
built with deep convolutional neural networks (DCNN or ConvNet) [18, 21]. For example, DCNNs
were applied for automated computer vision-based pavement distress detection [7]. DCNNs were also
successfully applied for crack damage detection obtaining accuracy close to 97% on testing set [1].

The main obstacle in the successful application of DCNNs for such problems is the lack of
massive training datasets which are necessary to train large DCNNs from scratch. However, in the
case of a small dataset it is still possible to build a reliable classifier and obtain the best results. It
can be achieved by using a large ConvNet pretrained on a massive dataset from a similar domain.

In this paper, we show the comparison of convolutional neural network architectures and train-
ing methods for detecting cracks in concrete pavements in the case of a small dataset. Similar
studies were presented in [5, 17, 19]. The comparison is based on the public benchmark dataset
SDNET2018 [4]. The authors of the SDNET2018 image dataset applied a pretrained DCNN called
AlexNet [12] for concrete crack detection in fully trained (FT) and transfer learning (TL) modes
using the computational setup and procedure described in [3]. The obtained results confirmed that
DCNNs could be accurate in predicting the presence of a crack in the specimen. The AlexNet was
also used for detecting a crack in [9, 10].
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The rest of the paper is structured as follows. In Sec. 2, the problem of image-based detection
of concrete cracks is presented. Section 3 contains a short overview of the basic deep convolutional
neural network architecture and the training methods. Section 4 describes the experimental study,
and Sec. 5 presents the results of experiments. The final Sec. 6 concludes the paper with some
findings from the analysis.

2. IMAGE-BASED DETECTION OF CONCRETE CRACKS

The problem of image-based automatic detection of concrete cracks can be formulated as a binary
classification problem and solved by building a classifier based on logistic regression, neural network
or support vector machine. The first step in building such a classifier is to collect a large number of
images of materials or structural parts containing cracks and the corresponding set of images
without cracks. The second step is to build the classification model using one part of the whole
dataset called the training dataset and validate the model using another part called the validation
dataset. Then we can apply the trained model to classify new images.

In this work, we use deep convolutional neural networks for building an image-based classifier
of concrete cracks. A schematic diagram illustrating this approach is shown in Fig. 1.

Fig. 1. Diagram for image-based detection of concrete cracks using DCNN-based classifier.

3. DEEP CONVOLUTIONAL NEURAL NETWORK

A deep convolutional neural network (DCNN or ConvNet) is a special class of deep neural networks
designed for processing inputs that have a known grid-like structure: audio signals (1D) images
(2D) and videos (3D) [6, 13, 14]. A typical ConvNet consists of three types of layers: convolutional,
pooling and fully-connected. These layers are stacked to form a ConvNet architecture. The aim
of the first convolutional layer is to detect local features such as horizontal, vertical and diagonal
edges in input images [2, 15].

ConvNets are usually trained using a combination of the backpropagation algorithm for com-
puting the gradient of the loss function and the mini-batch stochastic gradient descent method
(SGD) with some improvements such as momentum for iteratively updating the weights. The main
problem during the training of large neural networks with many parameters on small datasets is
overfitting. In the case of training DCNNs for image classification, data augmentation is a common
technique to cope with overfitting. This method allows to artificially expand the training dataset
via a number of random modifications such as rotation and flipping that yield images visually
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similar [2]. Another technique is a dropout, which is a regularization technique to improve training
process performance [22].

3.1. Pretrained network

A pretrained network is a network in which parameters were trained on a large training set from
one domain. There are many commonly used pretrained DCNN models that can be used in other
problems by applying transfer learning. Transfer learning is a method used to adapt the pretrained
model to another dataset. It is often used with fine-tuning, which is a technique to improve the
performance of the network by adapting a few layers of the convolutional base.

4. EXPERIMENTAL STUDY

In this work, we compare four strategies for building a binary classifier for detecting cracks in
images with a deep convolutional neural network (ConvNet):

1) a small ConvNet built from scratch,

2) a small ConvNet built from scratch with data augmentation,

3) a large pretrained ConvNet with data augmentation,

4) a large pretrained ConvNet with data augmentation and fine-tuning.

In the first strategy, we build a new classifier from scratch based on a small ConvNet without
any regularization. Because for this model the main issue is overfitting, in the second strategy we
try to overcome this problem by applying the data augmentation (DA) technique. In the third
strategy, we use a convolutional base of a large pretrained ConvNet and a trained with DA binary
classifier set on the top of the convolutional base. In the fourth strategy, we use the same model as
in the third strategy, and we also apply fine-tuning (FT) of a few convolutional layers to improve
the performance of the classifier. In the experiments, we apply a pretrained ConvNet called VGG16
described in short in the next section. Table 1 contains the basic parameters such as number of
layers, total number of parameters and the size of the considered ConvNets.

Table 1. Basic parameters of the applied ConvNets.

ConvNet model No. of conv. layers No. of layers No. of parameters

Small, from scratch 4 11 1 043 905

The convolutional base of VGG16 13 18 14 714 688

Large, pretrained VGG16 13 23 15 763 521

4.1. VGG16

VGG16 is a deep convolutional neural network proposed in 2014 by K. Simonyan and A. Zisserman
from Visual Geometry Group at the University of Oxford [20]. It was trained on more than a million
images from the ImageNet database, which is a database of over 14 million images belonging to
1000 classes, designed for use in visual object recognition software research. VGG16 was the winner
of the ImageNet Challenge in 2014. It consists of 16 layers, including 13 convolutional layers with
a filter size of 3× 3. The VGG16 architecture is presented in Fig. 2.
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Fig. 2. The VGG16 architecture, taken from [8].

4.2. Dataset

The four ConvNets were built using images from the public dataset SDNET2018 [4]. The dataset
contains more than 56 000 annotated small images of cracked and non-cracked concrete bridge
decks, walls, and pavements. Images are 256× 256-px RGB files stored in .jpg format. Few images
of cracked and uncracked concrete pavements from the benchmark dataset are shown in Fig. 3. As
can be seen, some cracks are hardly visible in the images so they might be misclassified by the
classifier.

Fig. 3. Images of cracked and uncracked concrete pavements, sampled from SDNET2018 dataset.
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4.3. Experimental setup

In this paper, we consider the case of a small dataset containing only a few thousands of images
of pavements with crack and without crack and a balanced set of 5200 samples of images was
prepared. In Table 2, details of the training, validation and testing datasets are given.

Table 2. Details of the training, validation and testing datasets.

With crack Without crack Total

Number of training samples 1500 1500 3000

Number of validation samples 750 750 1500

Number of testing samples 350 350 700

Total number of samples 2600 2600 5200

The experiments were programmed in Python with Keras which is an open-source neural-network
library running on top of TensorFlow. TensorFlow is an open-source machine learning library for
research and production developed by Google [2].

All experiments were performed on a Dell Inspiron 15 laptop computer with 64-bit operating
system Windows 10, 32 GB RAM memory, Quad-Core Intel Core i7 processor and NVIDIA GeForce
GTX 1060 Ti (4 GB) graphics processing unit (GPU).

5. RESULTS AND DISCUSSION

In this section, the comparison of the performance of the four deep convolutional neural networks
for image-based crack detection is presented.

5.1. Training and validation

In Fig. 4, the comparison of training and validation losses during a training within 100 epochs
for four DCNNs considered in the paper is presented. It can be seen that the minimal training
loss was achieved for the small ConvNet built from scratch without DA, but at the same time
this ConvNet achieved the maximal validation loss, which is the result of overfitting. By applying
the DA technique during the training, the problem of overfitting was resolved, but the overall
performance was still low as can be seen in Table 3.

Table 3. The lowest training and validation losses, the corresponding epoch and training time for one epoch.

ConvNet model Training loss Epoch Validation loss Epoch Time [s]

Small, from scratch 0.09 100 0.38 52 7

Small, from scratch with DA 0.26 100 0.38 63 17

Large, pretrained VGG16 with DA 0.24 100 0.30 72 21

Large, pretrained with DA and FT 0.12 100 0.20 82 22

The minimal validation loss was achieved for the large pretrained network with DA and FT. By
applying FT we were able to lower the validation loss by more than 30% with respect to the same
model without FT. In Table 3, the lowest training and validation losses and the corresponding
epochs are given.
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Fig. 4. Comparison of training and validation losses for four ConvNets: top left – a small ConvNet built from
scratch without DA; top right – a small ConvNet built from scratch with DA; bottom left – a large pretrained

ConvNet with DA and without FT; bottom right – a large pretrained ConvNet with DA and with FT.

In Fig. 5, the comparison of corresponding training and validation accuracies during the training
within 100 epochs for four DCNNs considered in the paper is presented. It can be seen that the best
results obtained in terms of accuracy are similar to the corresponding results in terms of loss. The
training accuracy after 100 epochs changes slightly between 92% and 98%, while the final validation
accuracy varies between 82% and 93%. In Table 4, the highest training and validation accuracies
and the corresponding epochs are given. The table also contains the times needed to perform one
epoch of training. The longest training time is for the case of the large pretrained ConvNet with
DA and FT (22 seconds per epoch).

Table 4. The highest training and validation accuracies, the corresponding epoch and training time
for one epoch.

ConvNet model Training acc. Epoch Validation acc. Epoch Time [s]

Small, from scratch 98% 100 85% 78 7

Small, from scratch with DA 90% 100 86% 84 17

Large, pretrained VGG16 with DA 89% 100 88% 95 21

Large, pretrained with DA and FT 95% 100 93% 95 22
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Fig. 5. Comparison of training and validation accuracies for each epoch for four ConvNets: top left – a small
ConvNet built from scratch without DA; top right – a small ConvNet built from scratch with DA; bottom left
– a large pretrained ConvNet with DA and without FT; bottom right – a large pretrained ConvNet with DA

and with FT.

5.2. Testing results

Finally, the best ConvNet, with respect to validation accuracy, was checked using the testing set.
The generalization accuracy for this ConvNet was close to 94%, which confirms that the best
strategy for this problem was to apply the pretrained large network (VGG16) with FT.

6. FINAL REMARKS

In this paper, we compared the performance of four different ConvNets for the problem of image-
based detection of concrete surface cracks. We compared a small ConvNet trained from scratch
without and with DA and a large pretrained ConvNet with DA and without and with FT. In
the computational experiments, we used the public benchmark dataset SDNET2018. Based on
the results of the experiments, it can be stated that the best validation accuracy has the large
pretrained ConvNet with DA and with FT, but more experiments are needed to fully exploit the
capabilities of DCNNs for this task.
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